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Computer science is the study of:
▶ What can be computed using step-by-step procedures.
▶ How best to specify these procedures.
▶ How to tell if a procedure is correct, efficient, etc.
▶ How to design procedures to solve real-world problems.

An early computer network, around 1890.

E.C. Pickering’s astronomy lab at Harvard.

Image: Harvard University, Wikipedia article “Harvard Computers”
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- What’s the budget?
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- British mathematician Alan Turing described in 1936 a mathematical model:
  - A founder of modern computer science.
  - He realized that you could make a universal machine:
    - It would take as part of its input a description of the program to run.
    - Programs become just another kind of data!
  - John von Neumann developed these ideas further in 1944.
  - Turing later went on to develop the bombe to break WWII encryption.
  - Germany used the Enigma machine to encrypt wartime messages.
  - The bombe figured out which settings the Enigma used each day.
  - 2014 film: The Imitation Game:
    - "The Imitation Game" was his name for what we now call the "Turing test": how can we tell whether a computer is intelligent?
  - A sad end.
  - In 1952, it came out that Turing was gay: illegal at the time.
  - He was convicted and sentenced to chemical castration (hormones).
  - Committed suicide in 1954.
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  - Executes (carries them out) in order.
  - Simple instructions: add numbers, is-equal, skip to another instruction.
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Calculating with computer units

Let’s say you have a 16 GB USB stick.
  ▶ And a bunch of videos, 256 MB each.
  ▶ How many videos can it hold?

1024 = 256 \times 4, so you can fit four videos in one GB.

4 \times 16 = 64: 64 videos on the USB stick.

Beware!

Hard drive manufacturers use a different definition of kB, MB, etc!

They say that 1 kB is exactly 1000 bytes (not 1024).

⋆ And that 1 MB is exactly 1 million bytes, 1 GB exactly 1 billion.

⋆ When it gets to terabytes, that’s a difference of 10%!

⋆ Sometimes you will see “KiB”, “MiB”, “GiB”, “TiB”:

   “Kibibytes”, “Mebibytes”, “Gibibytes”, “Tebibytes”

⋆ Unambiguously refer to the 1024 definition, not 1000.
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- A **programming language** is a particular way of writing instructions to a computer.
- There are thousands of programming languages out there, dozens or hundreds of which are still in regular use.
  - A professional programmer usually knows several.
  - Then they can choose the right tool (language) for each job.
- In CS 115, we’ll learn to write programs in **Python**, a high-level, interpreted programming language.
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Interpreters and compilers

Underneath, the computer still understands only machine code. So if we write in a high-level language, we have to have a way to translate that language into machine code.

There are two general ways to do this: interpreters and compilers.

**Interpreter**: deciphers a language and executes instructions in order.

- Easy to change your program: edit source, run again.
- Must decode the program each time: slow.
- Users need a copy of the interpreter.
  - Examples: Python, JavaScript, Perl.

**Compiler**: deciphers a language and translates it to machine code.

- Changing a program requires an additional step (compiling).
- Compile once, execute many times: runs faster.
- Run directly by the operating system—no translator needed.
  - Examples: C++, FORTRAN, Haskell.

Some languages combine features of both: Java is compiled into an intermediate byte code, which is then interpreted.
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Suppose you want to make baklava (a kind of dessert pastry). You have a recipe, but it’s in Greek, which you don’t speak. You have a friend who speaks Greek and English, but doesn’t know how to bake. What to do?

Two options:

1. Have your friend stand with you in the kitchen, telling you each instruction in order—an interpreter.

2. Give your friend the recipe and have them translate it into an English recipe and write it down—a compiler.

You can get started more quickly with the interpretation method, but you need your friend in the kitchen every single time.
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    - Much more.
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  - Pause execution at a certain line.
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How to do a design in CS 115

- Use a plain text editor, *not* a word processor.
  - The editor in IDLE or WingIDE works.
  - Notepad works.
  - Mac TextEdit: Format → Make Plain Text.

State the purpose of the program up top.
- Followed by your name, section, email, assignment number.

One step per line.
- Start the line with a `#` symbol (we'll see why next time).
- Indent and number substeps and repeated steps.
- Can number them 7.1, 7.2; or a, b, c: just make it clear.
- Hint: wait until the very end to number the steps.
- That way there is less to change if you have to rearrange your design.

Give your file a name ending in `.py` (Python code)
- Why? The design will be the basis for your implementation.
- You'll write code for each step of the design.

⋆ Before long, you'll have a working program.
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  - That way there is less to change if you have to rearrange your design.

- Give your file a name ending in `.py` (Python code)
  - Why? The design will be the basis for your implementation.
  - You’ll write code for each step of the design.
    ★ Before long, you’ll have a working program.
Example program design

# Purpose: Ask for the user’s name and greet them.
# Author: J. Random Hacker, section 1,
# random.hacker@uky.edu
# Assignment: Lab 42
# Main program:
# 1. Input the user’s name from the keyboard
# 2. Output the word hello, followed by the user’s name.
Turned into code

We’ll see more about how this code works next time.

# Purpose: Ask for the user’s name and greet them.
# Author: J. Random Hacker, section 1,
#         random.hacker@uky.edu
# Assignment: Lab 42
# Main program:
def main():
    # 1. Input the user’s name from the keyboard
    name = input("What is your name? ")
    # 2. Output the word hello, followed by the user’s name.
    print("Hello ", name)
main()